# Структура данных – строка

Тема. Стандартные типы данных языка программирования С++ для представления текстовых данных

Цель.

- Получение навыков в разработке алгоритмов обработки текста – извлечение отдельных элементов.

- Получение навыков использования средств языка Си и С++ для реализации алгоритмов обработки текстовых данных.
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# Задание 1. Разработать программу согласно задаче варианта, используя для представления в программе текста нуль терминальную строку и средства языка С для выполнения операций над этой строкой.

# Задание 2. Разработайте программу согласно задаче варианта, используя для представления обрабатываемого в программе текста строку string, стандартной библиотеки шаблонов. и возможности класса для выполнения действий со строкой.

# Задание 3. Оформить отчет по каждому из заданий.

Структура отчета

1. Разработка алгоритма задачи
   1. Постановка задачи
   2. Модель решения
2. Тестовый пример, приводящий к решению задачи
3. Описание подхода к решению

Описать все подзадачи, на которые будет декомпозирована основная задача. Возможно, что будет только одна задача.

Определить прототипы функций для задач декомпозиции.

1. Разработать алгоритмы задачи и подзадач, записать их на псевдокоде. Можно использовать в основном алгоритме и алгоритмах подзадач обращения к определенным в предыдущем пункте функциям.
2. Подготовить набор тестов для отладки задачи
3. Реализация задания 1
   1. Описать применяемые в реализации функции над строкой из библиотеки string.h и методы доступа к данным строки.
   2. Код реализации задания 1.
   3. Результаты тестирования
4. Код программы задания 2
   1. Описать применяемые в реализации функции над строкой из библиотеки <string> и методы доступа к данным строки.
   2. Код реализации задания 1.
   3. Результаты тестирования
5. Выводы по выполненной работе

# Варианты заданий

**Примечание.** Словом, считать последовательность символов, заключенную между символами разделителями. Разделителей может быть любое количество.

|  |  |
| --- | --- |
| 1 | Дано предложение, составленное из слов и групп цифр (считать тоже словами), определяющих целые числа. Слова разделены запятой или одним или несколькими пробелами. Удалить из него слова, которые встретились там более одного раза и сформировать массив из чисел, встретившихся в тексте. |
| 2 | Даны две строки, состоящие только из цифр. Считая, что в этих строках находятся очень длинные целые числа, сформировать третью строку - сумму этих чисел. |
| 3 | Дано предложение, в котором содержаться группы цифр (каждая не более 6 цифр) - это целое десятичное число представленное в строковом формате. Группы отделяются друг от друга пробелами. Найти эти группы, преобразовать в числовой формат своим, а не системным алгоримом. |
| 4 | Дано предложение, состоящее из слов, разделенных запятой или пробелами среди которых есть группы цифр, определяющих целые числа из диапазона 0..65535. Удалить из текста все числа, принадлежащие диапазону [-100..100] и на их место поставить символ \*. |
| 5 | Дано предложение, состоящее из слов, разделенных запятой или пробелами. Среди слов встречаются слова, представляющие код некоторого десятичного числа в 8- ой системе счисления (признака восьмеричного кода в тексте: число начинается с символа $: само число составлено из цифр ‘0’..’7’ ). Сформировать массив из чисел восьмеричного кода предварительно переведя их в десятичную систему счисления. |
| 6 | Дано предложение, состоящее из слов, разделенных запятой или пробелами, среди которых есть группы цифр, определяющих целые числа из диапазона int. Удалить из предложения те целые числа, в десятичной записи которых есть цифры 5,6,7 , а остальные числа увеличить на 2. |
| 7 | Дано предложение, состоящее из слов, разделенных запятой или пробелами. Вывести слова предложения предварительно преобразовав их следующим образом:  - перенести последнюю букву в начало слова;  - удалить из слова повторные вхождения каждой буквы. |
| 8 | Дано предложение, состоящее из слов, разделенных запятой или пробелами, среди которых есть слова, составленные только из цифр, определяющие целые числа из диапазона 0 .. 65535. Удалить из предложения все слова-числа, состоящие из одинаковых цифр. Сформировать массив из чисел предложения, преобразовав их в обратные (например: исходное число 123, а в массив записать 321). |
| 9 | Дано предложение и управляющий символ, значением которого может быть один из символов Y, N. Вывести этот текст без входящих в него цифр, если значение символа управления = Y ,а если этот символ = N, то перенести все цифры текста в конец предложения так, чтобы первая встреченная в исходном тексте цифра была последней цифрой, а последняя первой и был сохранен порядок следования остальных цифр. |
| 10 | Дано предложение, состоящее из слов, разделенных запятой или пробелами, среди которых есть группы цифр, определяющих целые числа из диапазона [0..19]. Отредактировать введенную строку, заменив каждое число, на последовательность, заключенную в круглые скобки, символа +, (если число четное) или на – (если число нечетное), длина которой равна найденному числу. |
| 11 | Дано предложение, состоящее из символов. Вывести это предложение, удалив из него все символы, которые находятся между символами ‘(‘ ‘)’. Сами скобки не удалять, а вместо удаленного текста вставить число, соответствующее количеству удаленных символов. Если хотя бы одной скобки нет, то сообщить об этом. |
| 12 | Дано предложение, состоящее из слов, разделенных запятой или пробелами. Распечатать те слова предложения, в которых буквы упорядочены по алфавиту, и удалить те слова, в которых каждая буква входит в слово не менее двух раз. |
| 13 | Дано предложение, состоящее из слов, разделенных запятой или пробелами. Найти самое длинное слово палиндром. Заменить слово в предложении числом, определяющим его номер среди палиндромов предложения. |
| 14 | Дано предложение, состоящее из слов, разделенных запятой или пробелами. Составить частотный словарь слов, указав, сколько раз данное слово встретилось в предложении. При этом изменить предложение: - удалив повторные вхождения слов и вставив перед первым вхождением слова подстроку вида:(Число), где - Число – определяет количество таких слов в предложении. |
| 15 | Дан произвольный текст, состоящий из слов. Отредактировать его, оставив между словами по одному пробелу, а между предложениями по два. Предложения завершаются символами точка, вопросительный или восклицательный знак. |
| 16 | Дано предложение, состоящее из слов, разделенных запятой или пробелами. Удалить из предложения все слова, начинающиеся с гласных букв русского алфавита, а слова, начинающиеся с согласных букв записать прописными буквами. Между словами, заканчивающимися и начинающимися одной буквой, вставить подстроку -\*-. |
| 17 | Дано предложение, состоящее из слов, разделенных запятой или пробелами. Среди слов этого предложения найти слова, составленные из тех же букв что и первое слово. Найденные слова переставлять в начало предложения. |
| 18 | Дано предложение, состоящее из слов, разделенных запятой или пробелами. В данном предложении есть слова, представляющие запись вещественного числа в формате с плавающей точкой (т.е.+/-хххх.ххххЕ+/-рррр). Создать массив вещественных чисел. В тексте эти слова заменить словами, представляющими это число в формате с фиксированной точкой и с заданным (для всех чисел) количеством знаков после точки. |
| 19 | Дано предложение, состоящее из слов, разделенных запятой или пробелами. Слова, которые больше последнего слова, заменить на их перевертыши, а слова, которые меньше последнего, занести в массив слов и удалить из предложения. |
| 20 | Дана последовательность чисел (целых и вещественных). Преобразовать каждое число в строковое представление. Объединить полученные строки в текст разделяя их символом пробел. Объединение строки производить пока длина строки не превысит 255 символов. |
| 21 | Дано предложение, состоящее из слов, разделенных пробелами. Среди слов могут быть числа шестнадцатеричного кода, которые начинаются с символа $. Сформировать массив из десятичных значений шестнадцатеричных чисел, а сами шестнадцатеричные числа удалить из предложения. |
| 22 | Даны два предложения. Вывести слова, общие для этих двух предложений. Если таких слов нет, то вывести сообщение об этом. |
| 23 | Дан текст программы на языке С++. Вывести все ключевые слова, встретившиеся в тексте программы и указать их количество. Использовать словарь ключевых слов языка С++ (некоторый набор). |
| 24 | Дано предложение, слова в котором разделены пробелами и запятыми. Распечатать те пары слов, расстояние между которыми наименьшее. Расстояние – это количество позиций, в которых слова различаются. Например, МАМА и ПАПА, МЫШКА и КОШКА расстояние этих пар равно двум. |
| 25 | Дано предложение, слова в котором разделены любыми допустимыми знаками препинания. Сформировать массив из слов, в которых заданная подстрока размещается с первой позиции. |
| 26 | Дан текст, слова в котором разделены любыми допустимыми знаками препинания. Сформировать массив из слов, в которых заданная подстрока размещается в конце слова. |
| 27 | Дан текст, который содержит много подстрок (серий) состоящих из одинаковых символов, но в тексте могут быть последовательности в которых нет повторяющихся символов. Выполнить сжатие текста по алгоритму: серии заменить подстрокой вида (к) символ, где к – количество символов в серии, а последовательности символов не являющиеся серией заменить на строку вида (-к)последовательность символов. Например, строка до сжатия AAAABCDEFOOOOOOO строка после сжатия (4)A(-5)BCDEF(7)O. Определите коэффициент сжатия для большого по объему текста. Реализуйте алгоритм восстановления текста. |
| 28 | Дан текст, содержащий слова, которые разделены пробелами. Сформировать массив слов. Найти пары слов (анаграммы)- при прочтении каждого из которых в обратном порядке образуется другое слово этой пары, например, ТОК,КОТ; ПОЛК, КЛОП; БАР, РАБ. Сформировать двумерный массив этих пар. |
| 29 | Дан текст, содержащий слова, которые разделены пробелами. Сформировать массив слов. Найти самое длинное слово, в котором все буквы различны. Например, лейкопластырь, неряшливость, четырёхдюймовка. |
| 20 | Дан текст, содержащий слова, которые разделены пробелами. Найти слова в этом предложении, которые состоят из тех же букв, что и другое слово предложения. Например, ток, кот; лес, сел; гора, рога. |
| 31 | Расстояние между двумя словами равной длины – количество букв, в которых различаются эти слова. В заданном предложении найти пару наиболее далеко удаленных слов заданной длины. |

# Строки в стиле С (null терминальные строки)

Текст - это последовательность символов. Строка в Си – это массив символов кодировки ASCII расширенная, заканчивающийся символом \0 (null - символ конца строки).

## Строки, как статические массивы

Определение строковых переменных

char ps1[10] =”12345”, // памяти под 10 элементов из них 1 под \0.

При инициализации строковой переменной значение вписывается в выделенную память в направлении слева направо. Так в ps1 значение 1 займет первую ячейку строки с индексом 0, а далее по порядку остальные.

char ps2[]=”12345”; // память под ps2 объемом 6 байт: 5 под значение и один под \0

char ps3[10]=”123456”, // \0 в 6-ой позиции три байта

//инициализация длинными строками\

char ps4[]=”ffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffffff\

aaaaaaaaaaaaaaaaaaaaa”; // символ \ - знак операции продолжения

Объем памяти для переменной строкового типа равен размеру массива, но количество символов в строке на 1 меньше.

В ps3 текст займет 6 первых байт строки и в 6 будет \0. Если определить для ps2 текст больше 10 символов, то компилятор выдаст сообщение об ошибке.

## Строки как указатели

char s[256]; Где s – указатель на первый байт выделенного участка памяти, так как s определена как массив.

char \*str; str – это указатель на строку или просто строка.

## Динамические строки

Создание динамической строки (переменной) из 100 символов:

char \*s1=(char \*) malloc (sizeof(char)\*100); //создание динамической строки под 100 символов

if (s1!=NULL) // проверка создания динамической переменной, если

gets(s1); // ввод значения в переменную

else

puts(“память не выделена”);

}

## Строковая константа

Это текст, заключенный в кавычки, например:˝Текст˝.

Пустая строка определятся константой вида: ˝˝.

## Операции со строкой

### Присваивание

Присваивать строковым переменным константных строк нельзя!!!!!

Можно только инициализировать переменную значением при определении (см. п.1.1.1).

Операции

* присваивать строкам нельзя

char \*s1,\*s2;

char str1[]=”12345”; //это можно

char str2[10];

str2=str1; // так нельзя

s1=”hhhhhhh”; // так нельзя

s2=”ffffffff”; // так нельзя

* инициализировать можно, но нежелательно.

int main()

{

char \*ps="1234"

cout<<ps; //выведет 1234

cin.get();

cin.get();

return 0;

}

* Вводить в переменные – указатели на строку, если не выделена память, нельзя

{

char \*s1,\*s2;

gets(s1); // ошибка времени выполнения, так как память для s1 не выделена.

}

* Присваивать однотипные указатели можно. В этом случае два указателя связаны с одной строкой.

nt \_tmain(int argc, \_TCHAR\* argv[])

{

char \*ps="1234",//и добавляет \0

s2[256];

int i;

puts("Введите строку");

scanf("%s",s2); //12345678

ps=s2;

puts(ps); //12345678

return 0;

}

### Ввод-вывод строк в стиле С++

1. Стандартный поток ввода с клавиатуры **cin**

*cin>>строковая переменная;* читает текст **до** первого разделителя: пробел, табуляция, \n.

1. Стандартный поток вывода на экран – **cout**

Выводит все значение, содержащееся в переменной или значение константы до символа \0. Выполняет символы esc-последовательности строки.

*сout<<строковая константа;*

*сout<<строковая переменная;*

Пример результата ввода текста стандартным потоком cin

char s[100];

cin>>s; .// желали ввести текст: *Введет только до пробела*

cout<<s; // а увидели только слово *Введет*

*cout.put(char)* //выводит символ

1. Методы стандартного потока cin для ввода всего текста

*istream \* cin.getline(char \*s1, int K,char ch=’\n’*);//читает строку и \n и записывает в s1 K-1 символов, в позиции с 0 по K-2, а в позицию K-1 записывает \0 значение К должно быть равно или больше количества вводимых символов

*istream \* cin.get(char \*s1, int K,char ch=’\n’*);//читает строку до \n (его не читает) и записывает в s1 K-1 символов, в позиции с 0 по K-2, а в позицию K-1 записывает \0 *значение К должно быть равно или больше количества вводимых символов*. Иначе создается блокировка ввода строки.

Пример 4. Варианты ввода строковых значений оператором cin.getline()

{

char ps1[256],ps2[256];

cin.getline(ps1,256,’\n’); //читает строку до \n, т.е. если ввести текст 123 то в ps1 будет строка 123

cin.getline(ps2,7); //Может быть заблокирован дальнейший ввод,

//если вводимых символов будет больше 7: //следующий оператор прочитает оставшиеся //символы

cin.getline(ps2,10,’#’); // читает всю строку до \n, но вводит в //переменную только до # Например, //aaaaaaa#aaa\n в ps1 будет текст aaaaaaa

}

![](data:image/png;base64,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)

### Ввод-вывод строк в стиле Си

Для корректного использования функций Си в программе с компилятором Microsoft, включите в приложение следующие директивы препроцессора

#if defined(\_WIN32) || defined(\_\_WIN32\_\_) || defined(WIN32)

#define \_CRT\_SECURE\_NO\_WARNINGS

#pragma warning(disable:4996)

#endif

//далее код программы

#include <iostream>

#include <stdlib.h>

#include "stdio.h"

……………………………..

Функции ввода строки c клавиатуры

1. *scanf (“%s”,строковая переменная);*

Читает текст, *вводимый* с клавиатуры до пробела.

Например. Текст вводимый с клавиатуры: *Это надо знать!*

char str[1024];

scanf("%s", &str);в переменную str будет введено только слово *Это*

1. gets\_s(строковая переменная); читает весь текст водимый с клавиатуры до \n.

Например. Текст вводимый с клавиатуры: *Это надо знать!*

char str[100]="";

gets\_s(str); в переменную str будет введен текст: *Это надо знать!*

Функции вывода строки на экран

1. printf(“%s”, строковая константа или переменная);
2. puts(строковая константа или переменная)

В стиле С++ (потоковый ввод)

*int cin.get(char* &); читает символ из потока в переменную, указанную в параметре и возвращает поток

*char cin.get();* читает символ из потока и возвращает его в качестве результата

*cin>>*символьная переменная;

Пример 5. Заполнение строк посимвольно: *вводить как массив поэлементно, но надо добавить в конце \0, чтобы далее работать как со строкой.*

int main()

{

char ps4[5]

for(int i=0;i<4;i++)

cin.get(ps4[i]);

*ps4[i]=’\0’;*//для корректной работы со строкой

// иначе будут обрабатываться все ячейки,

//следующие за последним введенным символом

cout<<ps4;

return 0;

}

### Примеры на выделение слов из текста

Пример 6. Дано предложение, состоящее из слов. Слова отделяются друг от друга одним пробелом. Красной строки нет. Вывести все слова текста. Текст рассматривать как строку максимальный размер 1024 символа, слово тоже строка размером не более 20 символов.

*Метод решения: полный перебор символов и формирование слова, как массива символов*

Тест, строка слов - чисел: 12 34 56 78

void slova(char \*s)

{

char slovo[20];

int i,j;i=0;

while(s[i]!='\0') //до конца текста

{

j=0;

while(s[i]!='\0' && (s[i])!=' ') //до конца слова

{

slovo[j]=s[i];i++;j++;

}

slovo[j]='\0';

puts(slovo);

if(s[i]!='\0')

{

i++;//уйти с разделителя слова, если оно не последнее

}

}

}

int main()

{

char str[1024];

cout<<"Vvedite tekst";

gets(str);

slova(str);

return 0;

}

Пример 7. Дано предложение, состоящее из слов. Слова отделяются друг от друга одним или несколькими пробелами. Есть красная строка. Вывести все слова текста. Текст рассматривать как строку максимальный размер 1024 символа, слово тоже строка размером не более 20 символов.

*Метод решения:*

*- полный перебор символов и формирование слова, как массива символов;*

*-пропуск пробелов красной строки;*

*- формирование слова;*

*- пропуск пробелов между словами*

Тест текста из слов чисел с несколькими пробелами между словами:

12 34 56 78

void slova2(char \*s)

{

char slovo[20];

int i,j;i=0;

while(s[i]!='\0')// обработка предложения

{

while(s[i]!='\0' && (s[i])==' ') //пропуск пробелов

{

i++;

}

if(s[i]!='\0') //формирование слова

{

j=0;

while(s[i]!='\0' && (s[i])!=' ')

{

slovo[j]=s[i];i++;j++;

}

slovo[j]='\0';puts(slovo);

if(s[i]!='\0') i++;

}

}}

int main()

{

char str[1024];

char \*\*mas=0;

int l;

char \*razd=" ,.!?";

cout<<"Vvedite tekst";

gets(str);

slova2(str);

return 0;

}

Пример 8. Дано предложение, состоящее из слов. Слова отделяются друг от друга одним или несколькими пробелами или другими символами разделителями, например: запятая, дефис, точка. Есть красная строка . Вывести все слова текста. Текст рассматривать как строку максимальный размер 1024 символа, слово тоже строка размером не более 20 символов.

*Метод решения:*

*- полный перебор символов и формирование слова, как массива символов;*

*-пропуск пробелов красной строки и других разделителей;*

*- формирование слова;*

*- пропуск пробелов и других разделителей между словами*

void slova3(char \*s)

{

char slovo[20];

int i,j;i=0;

while(s[i]!='\0')

{

while(s[i]!='\0' && (s[i]==' '|| (s[i]==','|| s[i]=='.'|| s[i]=='?'))) //пропуск разделителей

{

i++;

}

if(s[i]!='\0') //формирование слова

{

j=0;

while(s[i]!='\0' && (s[i])!=' '&& s[i]!=','&& s[i]!='.'&& s[i]!='?')

{

slovo[j]=s[i];i++;j++;

}

slovo[j]='\0';puts(slovo);

if(s[i]!='\0') i++;

}

}}

int main()

{

char str[1024];

char \*\*mas=0;

int l;

char \*razd=" ,.!?";

cout<<"Vvedite tekst";

gets(str);

slova3(str);

return 0;

}

Пример 9. Дано предложение, состоящее из слов. Слова отделяются друг от друга одним или несколькими пробелами или другими символами разделителями, например: запятая, дефис, точка. Есть красная строка. Вывести все слова текста. Текст рассматривать как строку максимальный размер 1024 символа, слово тоже строка размером не более 20 символов.

Удаление обработанных слов и разделителей из текста на основе указателя.

*Метод решения:*

*- полный перебор символов и формирование слова, как массива символов;*

*-пропуск пробелов красной строки и других разделителей;*

*-сместить указатель на начало слова (после разделителей);*

*- формирование слова, вывод;*

*- смещение указателя на длину слова, т.е. на начало разделителей*

void slova4(char \*s)

{

char slovo[20];

int i,j;i=0;

while(s[i]!='\0')

{

//пропуск разделителей

while(s[i]!='\0' && (s[i]==' '||(s[i]==','||s[i]=='.'||s[i]=='?')))

{

i++;

}

if(s[i]!='\0') //формирование слова

{s=s+i;i=0; //удаление разделителей, путем изменения

//указателя сдвинув его на i cимволов

// вправо и //корректирока индекса i в 0.

j=0;

while(s[i]!='\0' && (s[i])!=' '&& s[i]!=','&& s[i]!='.'&& s[i]!='?')

{

slovo[j]=s[i];i++;j++;

}

slovo[j]='\0';puts(slovo);

s=s+j;

if(s[i]!='\0') i++;

}

}}

int main()

{

char str[1024];

char \*\*mas=0;

int l;

char \*razd=" ,.!?";

cout<<"Vvedite tekst";

gets(str);

//create\_mass\_word(str,razd, mas, &l);

//out\_massiv(l,mas);

slova4(str);

return 0;

}

### Функции для строк <cstring.h> или <string.h>

1. Определение длины строки

*int strlen(char \*);* Результат- количество символов в строке

Пример использования

int main()

{

char s[56]=˝abcde”;

cout<<strlen(s); //вывод 5

}

1. Cцепление (конкатенация) строк

*char \*srtcat(char \*s1,char \*s2)* Добавляет значение s2 к строке s1 и результат в строка - s1. Возвращает строку s1.

Пример использования

int main()

{

…..

gets(s1); //123

gets(s2); //456

char \* s4=strcat(s1,s2);

puts(s1); //123456

puts(s4); //123456

}

1. Поиск символа в строке.

char \**strchar*(char \*s1,int ch) – Возвращает строку - указатель на первое вхождение символа ch в строку s1 или NULL если символа нет.

Пример использования

int main()

{

char s4[256]=”SDFGHJAKLU”;

char \*s4=strchr(s4,'A'); //результат - текст начинающийся с буквы А

if (s4= =NULL)

cout<<"Нет символа в строке";

else

puts(s4);

}

Результат

AKLU

1. Копирование строк (присваивание)

*char \* strcpy(char \*s1,char \*s2)* копирует строку s2 в s1 – результат s1 и возвращает указатель на строку s1.

Пример использования функции *strcpy*

int main()

{

char strr[100]="";

gets\_s(strr);// ввели 123 456

char masstr[100] = "";

strcpy(masstr, strr);

puts(masstr); // увидели 123 456

}

*char \*strncpy(char \*s1,char \*s2, int n)* –копирует первые n символов строки s2 в s1 – результат s1. Если в строке s1 количество символов больше или равно n, то \0 в конец строки не вставляется, иначе строка заполняется \0 до n – ого символа.

Пример использования функции *strncpy*

int main()

{

char s1[]="AAAAA";

char s2[]="BBB";

char s3[10];

puts(strncpy(s1,s2,2)); //результат BBAAA

puts(strncpy(s1,s2,5)); //результат BBB

puts(strncpy(s1,s2,7)); //результат BBB

puts(strncpy(s3,s2,2)); //результат на скриншоте

puts(strncpy(s3,s2,10)); //результат на скриншоте

return 0;}
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1. Сравнение строк.

Строки равны, если их длины равны и они посимвольно равны (“abc”==”abc”).

Если длины строк равны, то из двух сравниваемых строк больше та, первый не совпавший символ которой имеет больший код: (“abd”>”abc”).

Если длины не равны, то больше та, длина которой больше.

*int strcmp(char \*s1,char \*s2)* *сравнивает значения строк s1 и s2*

Результат:

Если s1<s2 то результат - отрицательное число

Если s1=s2 то результат равен 0

Если s1>s2 то результат – положительное число

*int strncmp(char \*s1,char \*s2,int n)* сравнивает первые n символов строки s2 со строкой s1, результат аналогичен функции *strcmp*.

Пример использования функции *strcmp*

char s1[]="AAB";

char s2[]="AAA";

int flag=strcmp(s1,s2); // flag=1 т.е. значение строки s1>s2

char s1[]="AA";

char s2[]="AA";

int flag=strcmp(s1,s2); // flag=0 т.е. значение строки s1=s2

char s1[]="AA";

char s2[]="AAA";

int flag=strcmp(s1,s2); // flag=-1 т.е. значение строки s1<s2

1. Поиск подстроки в строке

*char \*strstr(char \*s1,char \*s2)* ищет первое вхождение строки s2 в s1. Возвращает(результат) строку - указатель на первый символ строки s1, если s2 вошла целиком в s1, или NULL в противном случае.

Пример использования функции *strstr*

сhar s1=”AAAAAABBBGBBBBAAAAAA”;

сhar s2=”BB”;

сhar \*s=strstr(s1,s2); //результат- текст, начинающийся с ВВ

if (s==NULL)

puts("NOT");;

else

puts(s); //BBBGBBBBAAAAAA

1. Выделение слов (лексем) из текста.

*сhar \*strtok(char \*s1,char \*s2) где* s1 – строка с текстом; s2 – строка – символов *разделителей* слов в тексте

Функция возвращает указатель на слово в строке s1, после которого стоит один из символов строки s2 и ставит \0 на место этого символа разделителя в s1.

## Примеры применения функции strtok для выделения слов в тексте

Пример 8.1. Вывести слово, которое отделено от другого одним из символов, включенных в строку " ,.!"

char s1[]="Мы изучаем функции для строк в Си";

char s2[]=" ,.!"; //строка символов разделителей: пробел, запятая точка,!

char \*s=strtok(s1,s2); //результат – указатель на слово в строке s1

if (s==NULL)

cout<<”Нет разделителей”;

else

puts(s); //вывод Мы

Пример 8.2 Вывод всех слов текста.

Использование функции strtok для разбиения строки на слова, за которыми следует один из заданных разделителей.

char s1[]="Мы изучаем функции для строк в Си ";

char s2[]=" ,.!";

char \*s=strtok(s1,s2); //указатель на первое слово

while (s!=NULL)//пока не достигнем конца строки (\0 или NULL)

{

puts(s); вывод строки на которую указывает указатель s

s=strtok(NULL,s2); //указатель на слово между \0 и символом разделителем

}

После этих действий строка s1 будет содержать:

Мы**\0**изучаем**\0**функции**\0**для**\0**строк**\0**в**\0**Си**\0**

Пример 8.3. Сформировать массив слов заданного предложения. Считать, то в тексте не более 10 слов.

{

char s1[1024];

char \*s2[10]; массив из 10 указателей

char s3[]=" ,.!?";

int i=0;

gets(s1);

s2[0]=strtok(s1,s3);

while(s2[i]!=NULL)

{

puts(s2[i]);

s2[++i]=strtok(NULL,s3);

}

}

Пример 8.4. Формирование динамического массива слов – свободного массива. Свободный массив – это массив указателей на строки переменной длины.

Дано предложение. Сформировать массив из слов – чисел.

#include "string.h"

#include "stdlib.h"

#include "iostream"

using namespace std;

void create\_mass\_word(char \*s,char \*razd, char\*\*&mas, int &k)

{

char \*s1=strtok(s,razd);

int value;

char \*ss=0; //код завершения преобразованияв числ.формат

k=0;

mas=(char \*\*)malloc(4); //создание массива из одного элемента длиной 4 байта

mas[0]=ss;

while(s1!=NULL)

{

puts(s1);

value=(int)strtod(s1,&ss);//преобразование строкового значения в числовой формат

if(!(strcmp(ss,""))) //если выполнено преобразование ss пусто, т.е.найдено число

{ if(k)

{

mas=(char\*\*)realloc(mas, ((\*k)+1)\*4);

}

mas[k]=s1;(k)++;

}

s1=strtok(NULL,razd);

}

}

void out\_massiv(int n, char \*\*mas)

{

int i;

for(i=0;i<n;i++)

{

puts(mas[i]);

}

}

int main()

{

char str[1024];

char \*\*mas=0;

int l;

char \*razd=" ,.!?";

cout<<"Vvedite tekst";

gets(str);

strcat(str," ");

create\_mass\_word(str,razd, mas, &l);

out\_massiv(l,mas);

return 0;

}

Пример 10. Дан текст, в котором есть группы повторяющихся символов. Сжать текст, заменив группы повторяющихся символов на строку (к) символ для к>4. Например:ASDFFFFFFFFhJJJJJJJkkLLLL

#include "string.h"

int main()

{

char s1[100]="ASDFFFFFFFFhJJJJJJJkkLLLL";

unsigned int i=0,i1;

char str[5];

while(i<strlen(s1))

{

i1=i;

while(i<strlen(s1) && s1[i]==s1[i+1])

{

i++;

}

int k=i-i1+1; //количество повторяющихся символов в группе

if(k>1)

{

s1[i1]='(';

while(k!=0)

{

s1[++i1]=(k%10+'0');

k=k/10;

}

s1[++i1]=')';

k=i-i1-1; //количество оставшихся в группе символов с самим символом

// удаление оставшихся символов в повторяющейся группе

for(unsigned int i2=i1+1;i2<strlen(s1);i2++)

{

s1[i2]=s1[i2+k];

}

i=i1+1; //корректировка i

}

i++;

}

puts(s1);

}

1. Функции преобразования из строкового формата в числовой.

Функции преобразования: atoi, atol, atof

Строковое представление числа в числовой формат.

Преобразование числа из строкового формата в числовой формат выполниться верно, если строковое представление числа записано по правилам представления числа в языке программирования.

Если число начинается с цифр и в числе есть символы, отличные от цифр и знака, то функция преобразования выдаст неверный результат, число до символа, не допустимого в числе.

Применение функций в соответствии с типом числовой переменной:

int a=atoi("123"); //в формат int

long l=atol("123456"); // в формат long

double d=atof("123.45");//в формат вещественного

Пример применния функций для корректного и некорректного преобразования

int main()

{

int x;

char str[5]="124";//правильное число, резульат 124

x=atoi(str);

cout<<x<<'\n';

char str1[5]="12a4";//неверно представлено число, результат=12

x=atoi(str1);

cout<<x<<'\n';

}

Результат
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1. Функции преобразования: strtod, strtol

*double strtod(const char \*s, char \*\*ch);*Преобразует число из строкового формата переменной s формат вещественного числа.

При успешном выполнении преобразования числа из строки s в, функция возвращает в качестве результата число в формате вещественного. Значение возвращаемой параметром ch=””.

При не успешном выполнении преобразования функция формирует код завершения и первый символ строки s, который не допустим при записи числа помещает в переменную ch.

Пример корректного и некорректного преобразования и применение при проверке ввода числовых данных.

#include "string.h"

#include "iostream"

using namespace std;

int main()

{

char str2[5]="12.4";

char \*ss;

double y=strtod(str2,&ss);

if(!(strcmp(ss,""))) //если выполнено преобразование,т.е.\*ss пусто

{

cout<<"y="<<y;

}else

{

cout<<"ss="<<ss<<' '<<"y="<<y;

}

cout<<'\n';

char str3[5]="12**a**4";

y=strtod(str3,&ss);

if(!(strcmp(ss,"")))

{

cout<<"y="<<y;

}else //если не выполнено преобразование, т.е.\*ss не пусто

{

cout<<"ss="<<\*ss<<' '<<"y="<<y;

}

}

Результат выполнения

Первая строка на скриншоте это результат успешного преобразования

Вторая строка – результат не успешного преобразования и первый символ, на котором завершилось преобразование – это символ **а**, была преобразована только часть числа до символа **а**.

![](data:image/png;base64,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)

*double strtol(const char \*s, char \*\*ch, int R);*

Преобразует число из s в вещественный формат с учетом системы счисления R.

Функция возвращает вещественное число в системе счисления R, если код завершения в ch равен пусто, иначе в ch символ.

1. Преобразование из числового формата в строковый : sprint, itoa, ltoa, utoa, ultoa

*sprintf(char \*s, const char \*format, выражение числового формата);*

Выражение числового формата преобразуется по format в s.

Пример преобразования числа, заданного в формате *format,* в строковый формат

{

char buffer[12];

unsigned int value = 12345678ul;

sprintf(buffer, "%lu", value );

}

Примечание. После чего в массиве buffer лежит требуемая строка. Но, sprintf это функция форматированного вывода, которая много чего умеет и тянет за собой много других функций стандартной библиотеки. Размер машинного кода при ее использовании увеличивается значительно.

Функции *itoa, ltoa, utoa, ultoa*

В состав библиотек, поставляемых с компиляторами, часто включают функции преобразования числа в строку itoa, ltoa, utoa, ultoa.

Эти функции не стандартные, но часто имеются в наличии в stdlib.h, в отличии от sprintf, не делают ничего лишнего.

*char \*itoa( int value, char \* string, int radix ); // в int*

*char \*ltoa( int value, char \* string, int radix ); // в long*

*char \*utoa( int value, char \* string, int radix ); // в unsigned int*

*char \*ultoa( int value, char \* string, int radix ); // в unsigned long*

где: value преобразуется в string в формате системы счисления radix.

Пример применения функций на функции ultoa

char buffer[12];  
 unsigned int value = 12345678ul;  
 ultoa(value, buffer, 10); //в десятичную систему счисления

Чтобы отследить неправильное преобразование, используйте функцию \_itoa\_s, формат которой:

*char \*\_itoa\_s( int value, char \* string, int size, int radix );*

*где* size — размер строки string. Данная функция возвращает ноль, если преобразование проходит успешно.

*#include <cstdlib> /\* или #include <stdlib.h> \*/*

*char \*\_itoa(int val, char \*dest, int radix);*

*errno\_t \_itoa\_s(int val, char \*dest, size\_t size, int radix);*

В параметре val указывается число, в параметре dest — указатель на символьный массив, в который будет записан результат, в параметре size — максимальный размер символьного массива dest, а в параметре radix — система счисления (2, 8, 10 или 16). Пример использования функции \_itoa\_s():

char str[100] = {0};

int x = 255;

\_itoa\_s(x, str, 100, 10);

std::cout << str << std::endl; // 255

Пример вывода двоичного, восьмеричного и шестнадцатеричного значений:

char str[100] = {0};

// Двоичное значение

std::cout << \_itoa(100, str, 2) << std::endl; // 1100100

// Восьмеричное значение

std::cout << \_itoa(10, str, 8) << std::endl; // 12

// Шестнадцатеричное значение

std::cout << \_itoa(255, str, 16) << std::endl; // ff

# Шаблонная строка класса string

## Класс string

Класс *string* определен в стандартной библиотеке шаблонов STL. Для его использования необходимо подключить заголовочный файл <string>.

## Конструкторы

string s1;

string s2(const char \*х); записывает в строку значение параметра х – строка в стиле Си.

string s3(const char \*x,int n); записывает в строку n символов из значения параметра х - строка в стиле Си.

string s4(string &); .// инициализация сушествующей строкой.

Формат имени экземпляра класса string:

*[Имя пространства имен]::имя объекта*

Если указать в коде программы явно стандартное пространство имен, то в имени его можно опустить.

Подключение пространства имен выполняется оператором:

*using namespace std;*

Примечание. Явное указание пространства имен в имени объекта считается хорошим стилем.

## Ввод строки с клавиатуры и вывод в консоль

string s;

cin>>s; //до разделителя

s.puts();

getline(cin, s); //весь текст

cout<<s;

//Присваивание строкам значений

std::s1=’x’; //явно указано пространство имен

s2=”asdfg”; // в код должен быть включен оператор *using namespace std;*

s3=”1234567”;

s4=s3;

Пример Операции ввода, вывода, присваивания строкам значений

#include <iostream>

#include <string>

using namespace std;

int main()

{

string s1;

string s2("ABC");;

string s3("ABCDERTY",4);

string s4(s2);

cout<<s2; //ABC

cout<<s3; //ABCDERTY

cout<<s4; //ABC

s1="GFFF";

cout<<s1<<endl; //GFFF

s1='x';

s2="asdfg";

s4=s3; //копирование строк

cout<<s1<<endl; // x

cout<<s2<<endl; //asdfg

cout<<s3<<endl; //ABCDERTY

cout<<s4<<endl; //ABCDERTY

cin>>s1; //до пробела 123 456 78

cin.get(); //троки пробел

getline(cin,s2);//всю оставшуюся часть

cout<<s1<<endl; //123

cout<<s2<<endl; //456 78

cin.get();

return 0;

}

## Операции

В этих операциях могут смешиваться строки, завершающиеся нулем со строкой string

|  |  |  |  |
| --- | --- | --- | --- |
| = | присваивание | > | больше |
| + | конкатенация | >= |  |
| == | Сравнение на равенство | [] | Индексация(доступ к отдельному символу в строке) |
| != | Сравнение на не равенство | << | вывод |
| < | меньше | >> | ввод |
| <= | Меньше или равно | += | добавление |

Пример применения операций к строкам string

int main()

{

string ss;

string s;

getline(cin,ss); //ввод

cout<<ss<<endl; //вывод

cin>>s; //ввод

cout<<s<<endl;

string sss=ss+s; //конкатенация

cout<<sss;

cout<<">"<<(ss>s)<<endl; //сравнение строк

cout<<"=="<<(ss==s)<<endl;

cout<<"!="<<(ss!=s)<<endl;

cout<<ss.length()<<endl; //метод – длина строкаи

cout<<"c="<<sss.find(s,1)<<endl;//метод поиска в строке sss подстроки s,

//начиная с заданной позиции - 1

cout<<s.find('5',1); //символ в строке s

cin.get();

cin.get();

return 0;

}

## Методы

size\_type – ‘это тип для методов, представляет форму беззнакового целого, которая может быть автоматически конвертирована в целый тип.

Функции заголовочного файла string.

## Общие методы

1. Максимальный *объем* строки string

*size\_type max\_size() const;*

string S;

int i=S.max\_size(); //i=-2

cout<<S.max\_size(); //4294967294

1. Текущая *длина* строки string – количество символов в строке

Два метода:

*size\_type size() const;* //поддерживают все контейнера STL

*size\_type length() const;*

string S("123456");

int i=S.max\_size();

cout<<S.size()<<" "<<i; //6 -2

1. Определение текущей *емкости* строки string. Емкость строки – это начальный объем строки и ее увеличение на 16 байт при расширении строки.

*size\_type capacity() const;*

string S("123456");

int i=S.capacity();

cout<<"Начальная емкость="<<S.capacity()<<"\n"; //=15

S+="678567";

cout<<"Текущая емкость="<<S.capacity()<<"\n";//=15

S+="67856";

cout<<"Текущая емкость="<<S.capacity()<<"\n";//=31

1. Установить емкость строки заданного значения.

void reserve (int capacit);

Исключение перераспределения памяти. Если строка в переменной больше чем устанавливаемая емкость, то емкость уменьшается до указанного размера.

string S;

int i=S.capacity();

cout<<"Начальная емкость="<<S.capacity()<<" "<<S<<"\n";//=15

S.reserve(20);

cout<<"Текущая емкость="<<S.capacity()<<" "<<S<<"\n";//=31

S.reserve(128);

cout<<"Текущая емкость="<<S.capacity()<<" "<<S<<"\n";//=143

1. Копирование части строки

*string substr(size\_type indx=0, size\_type len=npos);*

Копирует подстроку длиной len, начиная с символа в позиции indx.

string S="AAADDDDDCCCCCC";

string SS=S.substr(3,5);

cout<<"Результат"<<SS<<"\n"; //DDDDD

1. Доступ к элементу строки.

Два варианта:

1. Перегруженная операция []
2. Метод ***at –*** возвращает символ в позиции indx

*char &at(size\_type indx)*

string S="AAADDDDDCCCCCC";

for(int i=0; i<S.length();i++)

cout<<S[i];

cout<<"\n";

for(int i=0; i<S.length();i++)

cout<<S.at(i);

1. Содержит ли строка значение (пуста ли строка)

*bool empty();*

Возвращает true ли строка пуста и false иначе.

string S="AAADDDDDCCCCCC";

cout<<S.empty(); //результат - false

1. Сравнение строк при применении методов.

*int compare(size\_type indx, size\_type len, const string &str) const;*

Сравнивает часть вызывающей строки начиная с элемента по индексу indx длиной len со строкой str.

Если подстрока меньше str, то результат <0.

Если подстрока больше str, то результат >0.

Если подстрока равна str, то результат =0.

string s(“Что?Где?Когда?”);

int rez=s.compare(4,4,”Где?”);

1. Преобразование строки в массив символов

char\* c\_str() const;

string S="AAADDDDDCCCCCC";

const char \*mas=S.c\_str();

cout<<mas;

## Методы модификации строки

1. Удаление символов из строки или очистка строки.

*string &erase(size\_type indx=0, size\_type len=npos);*

Удаляет len символjd, начиная с позиции indx.

string S="AAADDDDDCCCCCC";

S.erase(3,5);

cout<<"Результат"<<S<<"\n"; //AAACCCCCC

1. Добавляет символ в конец строки.

*void* ***push****\_back(const char ch);* Добавляет символ ch в конец строки.

//добавление символа С в конец строки

string S="AAADDDDD";

S.push\_back('C');

cout<<"Результат"<<S<<"\n"; // AAADDDDDС

S.push\_back('C');

1. Вставить подстроку в вызывающую строку с заданной позиции

*void* ***insert****(unsigned int indx, const string &s);*

string sA="fff hhh jjjjjkkk, 1234";

sA.insert(5,"dddddd");

cout<<sA<<endl;

1. Замена в вызывающей строке подстроки, начиная с элемента с индексом indx длиной len на строку str.

*string &replace (size\_type indx, size\_type len, const string &str);*

## Методы поиска данных в строке

1. Поиск первого вхождения строки в строку

*size\_type finde(const string &str, size\_type indx = 0) const;*

*size\_type finde(const char \*str, size\_type indx = 0) const;*

Возвращают индекс первого вхождения строки str в вызывающую строку после индекса indx.

string S="Что?Где?Когда?";

int i=S.find("Когда?");

cout<<i<<"\n"; // 8

i=S.find("?",8);

cout<<i<<"\n"; // 13

1. Поиск последнего вхождения строки в строку до символа с индексом indx.

*size\_type rfinde(const string &str, size\_type indx = npos) const;*

Если никакого соответствия не найдено, возвращает npos (соответствует NULL).

string S="Что?Где?Когда?";

int i=S.find("Когда?");

cout<<i<<"\n";

i=S.find("?",4); //результат 3

cout<<i<<"\n";

S="Что?ГдеКогда?";

i=S.find("?",8); //результат 3

1. Поиск первого вхождения любого символа из заданного набора в вызывающей строке.

*size\_type finde\_first\_of(const string &str, size\_type indx = 0) const;*

*size\_type finde\_first\_of(const char \*str, size\_type indx = 0) const;*

где str – набор символов поиска.

string S="ABCDEBBCDFG";

int i=S.find\_first\_of("DFG",1);

cout<<i<<"\n"; //результат 3по смволу D

1. Поиск первого вхождения любого символа из заданного набора не входящего в вызывающую строку.

*size\_type finde\_first\_not\_of(const string &str, size\_type indx = 0) const;*

*size\_type finde\_first\_not\_of(const char \*str, size\_type indx = 0) const;*

1. Поиск последнего вхождения любого символа из заданного набора входящего в вызывающую строку.

*size\_type finde\_last \_of(const string &str, size\_type indx = 0) const;*

1. Поиск последнего вхождения любого символа из заданного набора в не входящего в вызывающую строку.

*size\_type finde\_last\_not\_of(const string &str, size\_type indx = 0) const;*

## Пример. Разбиение строки на лексемы (слова), отделяемые друг от друга символами разделителями из заданного набора.

Создадим класс для строки и реализуем метод аналогичный функции strtok нуль терминальной строки.

class tokenizer{

string s;

string::size\_type startidx;// начальный индекс

string::size\_type endidx; //последний индекс

public:

tokenizer(const string &str){

s=str;

startidx=0;

}

// вернуть лексему

string get\_token(const string &delims)

{

if(startidx==string::npos) return string("");

//найти следуюий разделитель

endidx=s.find\_first\_of(delims,startidx);

//Скопировать строку, содержащую лексему

string tok(s.substr(startidx, endidx-startidx));

//найти начало следующей лексемы

startidx=s.find\_first\_not\_of(delims,endidx);

return tok;

}

};

int main()

{

string sA="fff hhh jjjjjkkk, 1234";

string sB="123 45 678, 1234";

string delimsiter(" ,!?.\n");

string token; //для лексемы

//объекты

tokenizer tokA(sA);

tokenizer tokB(sB);

//слова tokA

token=tokA.get\_token(delimsiter);

while(token!="")

{

cout<<token<<endl;

token=tokB.get\_token(delimsiter);

}

//слова tokB

token=tokB.get\_token(delimsiter);

while(token!="")

{

cout<<token<<endl;

token=tokA.get\_token(delimsiter);

}

cin.get();

return 0;

}